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Abstract

Large input context windows in transformer-based LLMs help min-
imize hallucinations and improve output accuracy and personaliza-
tion. However, as the context window grows, the attention phase
increasingly dominates execution time. Key—Value (KV) caching
alleviates part of this cost by avoiding redundant computation,
but the KV cache itself can quickly exceed the capacity of today’s
GPU high-bandwidth memory (HBM). In this work, we present
LongSight, an algorithm-hardware co-design framework for ac-
celerating attention in large-context scenarios. LongSight lever-
ages a compute-enabled CXL memory device, originally designed
for dense retrieval acceleration, to offload KV cache storage and
retrieval. Therefore, LongSight effectively elevates the value of
relatively low-cost LPDDR DRAM to that of high-end HBM. We
demonstrate that, with just a single GPU and a single compute-
enabled CXL memory expander, LongSight can efficiently support
context lengths of up to 1 million tokens for state-of-the-art Llama
models.
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1 INTRODUCTION

Pretrained large language models (LLMs) require access to up-
to-date and relevant information to minimize hallucinations and
generate accurate, personalized outputs. This information is typi-
cally provided as part of the model’s input context. Indeed, LLMs
are increasingly being applied in settings that require extended
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context windows, driven by test-time techniques (e.g., chain-of-
thought, few-shot, scratchpad prompting, ReACT, etc.) [4, 26, 40, 43],
retrieval-augmented generation [17], and the growing complexity
of input data, such as long-form documents, code, or multi-turn
interactions.

As context lengths grow, so too do the computational and mem-
ory demands of inference. In particular, the attention phase in
transformer-based LLMs tends to dominate execution time as the
context window increases. Key-Value (KV) caching helps mitigate
this by avoiding redundant computation in exchange for increased
memory pressure. Unfortunately, with larger context windows,
the size of the KV cache can quickly exceed the capacity of high-
bandwidth memory (HBM) available on current neural processing
units (NPUs), such as GPUs or TPUs.

DReX [34] is a recent compute-enabled CXL memory expander
for accelerating dense retrieval. Dense retrieval is increasingly
adopted for implementing retrieval-augmented generation (RAG),
where retrievable items are stored as high-dimensional embedding
vectors in a vector database, and semantically relevant items are
identified by evaluating cosine similarity between a query vector
and the embeddings. DReX integrates lightweight accelerators in
and near the LPDDR DRAM chips of a high-capacity CXL memory
expander. It further introduces a sign-bit filtering mechanism that
rapidly prunes the search space without fetching full embedding
vectors from DRAM, thereby significantly increasing the perfor-
mance of dense retrieval.

In this work, we introduce LongSight, an algorithm-hardware
co-design framework for accelerating attention in large-context
inference. Building on DReX’s foundation, LongSight extends its
functionality beyond RAG, repurposing the same compute-enabled
CXL memory expander to accelerate the attention mechanism in
transformer-based LLMs. As a result, LongSight delivers high per-
formance for very large attention contexts.

More specifically, LongSight enables the NPU to store the KV
cache through the load/store interface provided by CXL in DReX.
LongSight implements a hybrid dense—sparse attention algorithm:
the NPU retains a sliding window of the most recent KV pairs in its
local HBM and performs dense attention over this window, while
sparse attention is offloaded to DReX. For the sparse component, the
NPU submits an attention request containing the query vector(s) to
DReX through the CXL interface. DReX then efficiently retrieves
a top-k list of keys with the highest dot-product similarity to the
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query vector(s). Finally, the NPU completes the attention operation
by applying a softmax over the combined set of dense and sparse
keys.

We demonstrate that LongSight, equipped with a single GPU and
a single DReX unit, can efficiently support context lengths of up
to 1 million tokens for state-of-the-art Llama-3 1B and 8B models.
Such context length is only possible to support with 2 H100 GPUs
in current systems. At the maximum context length supported by a
single GPU, LongSight achieves up to 8.1-9.6X higher throughput
and 3.6-11.9x higher tokens per second per user for the Llama-3
models.

Our key contributions are:

e We corroborate prior findings that attention in transformers
is predominantly influenced by a small subset of past tokens
whose Key vectors exhibit high dot-product similarity with
the current Query vectors. Building on this insight, we en-
abled large-context attention by leveraging recent advances
in dense-retrieval acceleration.

e We propose a hybrid dense-sparse attention algorithm that
keeps the short-term attention window inside NPU’s HBM
and implements long-term attention as a vector database of
Keys and Values, accessed via top-k dot-product similarity.

e We repurpose DReX, a recently proposed compute-enabled
CXL memory expander originally designed for dense re-
trieval, to accelerate our hybrid attention mechanism.

2 BACKGROUND

2.1 Transformer-Based LLM

Figure 1 illustrates a state-of-the-art LLM architecture. LLM infer-
ence consists of prefill and decode stages. The prefill stage con-
structs a KV cache for a user input prompt, while the decode stage
uses the KV cache to generate new tokens in an autoregressive
manner. Both stages share the same weight matrices and model
architecture, comprising token embedding and multiple decoder
layers. Each decoder layer sequentially performs QKV generation,
multi-head attention, output projection, and feed-forward networks.
QKV generation creates Query (Q), Key (K), and Value (V) tensors
in parallel for each input token using the layer’s weight matrices.
After that, Q, K, and V tensors are divided into multiple heads
and passed through multi-head attention. In multi-head attention,
each head computes attention scores for each Q tensor over all
preceding K tensors in the input sequence. The attention scores
are passed through a softmax function and then multiplied by the
corresponding V tensors. Using multiple heads allows the model to
attend to information from different representation subspaces at
different positions. Multi-head attention enables transformers to
capture diverse contextual relationships [39]; for example, one head
may determine part of speech, while another determines sentiment.
The resulting vectors are projected through an output projection
layer and added to the input embeddings via a residual connection,
followed by a feed-forward networks.

The left and right parts of Figure 1 illustrate the decoder layer in
the prefill and decode stages, respectively. Regardless of the stage,
QKV generation, output projection, and feed-forward networks can
benefit from batching by sharing weight matrices across multiple
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users, enabling matrix-matrix multiplications. In contrast, since at-
tention utilizes Q, K, and V tensors that encode information for each
input token, KV data cannot be re-used across a batch due to differ-
ences in user prompts. The input length varies depending on the
prompt: in the prefill stage, it corresponds to the full user prompt
length, whereas the decode stage receives only a single input token.
Consequently, attention in the prefill stage involves matrix-matrix
multiplications, while the decode stage requires vector-matrix mul-
tiplications.

In summary, except for attention in the decode stage, most LLM
operations are matrix-matrix multiplications, allowing GPUs to
efficiently utilize compute resources. However, attention in the
decode stage involves vector-matrix multiplication, leading to high
memory bandwidth demands and underutilization of GPU compute
resources. Moreover, as the input context length increases, more
K and V tensors are required for attention. Prior work shows that,
for these reasons, the attention for the decoder stage can become
a primary performance bottleneck, significantly impacting token
generation throughput [8, 9].

2.2 Tiered GPU Memory and CXL

Recent advancements in GPU-centric architectures and systems
have led to the development of tiered GPU memory, which expands
the byte-addressable memory space of GPUs from local HBM to
include host DDR memory and even NVMe SSDs [30, 35]. These
GPU-centric approaches allow GPUs to initiate on-demand access
to data—whether in memory or storage—without relying on the
CPU to initiate or trigger such accesses.

The simplest implementation of tiered GPU memory maps host
memory into the GPU’s address space, enabling the GPU to either
access host memory through load/store instructions executed by
GPU threads or initiate DMA transfers. NVIDIA’s recently intro-
duced SCaled Accelerated Data Access (SCADA) API enables GPU
threads to perform multi-granular and random accesses to datasets
of unbounded size across the tiered memory hierarchy [24].

Compute Express Link (CXL) is an industry standard designed to
provide low-latency, byte-granular access to disaggregated memory
while supporting cache coherence between devices—traditionally
connected via PCle interconnects without coherency. CXL has al-
ready been adopted by hyperscalers [21] and is being used to build
rack-scale shared memory systems [10, 11, 23]. In this work, we
focus on CXL’s capability to attach DDR-based memory (“Type-3”
devices) over PCle to the processor, making it directly accessible
via standard load/store instructions.

3 State-of-the-Art in Long-Context Generation

Prior work has shown that the cost of full attention grows to domi-
nate runtime as sequence length increases [20]. The total sequence
length includes both the size of the input context and the num-
ber of output tokens generated during inference. Both dimensions
are becoming increasingly important in modern LLM applications.
Longer input contexts are needed to provide grounding and give
the LLM access to fresh, relevant information for accurate and up-
to-date generation. Meanwhile, generating longer output sequences
is crucial in tasks requiring reasoning and multi-step planning, par-
ticularly in agentic Al systems such as OpenAlI DeepResearch [28],
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Figure 1: Inference pipeline of transformer-based LLMs.

which use reinforcement learning to guide multi-round generation
and reasoning based on previously generated tokens. These sys-
tems demand support for LLMs capable of attending to both a large
number of input tokens and a growing number of generated output
tokens.

As the total context length increases, the attention mechanism
becomes a significant bottleneck—both in terms of FLOPs and mem-
ory capacity. Furthermore, unlike the feedforward network or other
components that benefit from batching, attention costs cannot be
amortized across users. This limitation becomes increasingly prob-
lematic as batch sizes grow to improve computational efficiency.
As a result, these challenges have driven the development of non-
quadratic partial attention mechanisms (i.e., sparse attention) and
accelerated attention execution using in-memory and near-memory
computing architectures.

3.1 Software-Based Sparse Attention

We begin by discussing software-based approaches to sparse at-
tention, which have gained popularity as a means to reduce the
computational cost of attention. Reformer [15] implements sparse
attention in software by using locality-sensitive hashing (LSH) to
filter out context tokens that are unlikely to be relevant. Only the
surviving tokens are then passed to the attention mechanism. This
probabilistic filtering reduces the computational complexity of the
remaining attention phase.

However, Reformer’s LSH-based filtering introduces per-token
overhead with linear time complexity. Moreover, Reformer per-
forms multiple rounds of filtering, each requiring either additional
storage or recomputation of hash buckets. As a result, the bene-
fits of sparsity can be offset by these overheads when executed on
modern hardware, which is highly optimized for dense dot-product
computation.

Additionally, Reformer assumes that the queries and keys are
identical, which prevents the use of configurations with fewer KV

heads than query heads—a common state-of-the-art technique used
to reduce memory footprint and improve attention efficiency.

Longformer [2] takes a different approach to sparse attention by
implementing non-exact attention using sliding windows combined
with limited global attention. A key advantage of the sliding window
mechanism is its computational simplicity and its compatibility
with current hardware, enabling efficient execution.

However, sliding-window attention alone is inherently limited
in its ability to capture long-range dependencies. To address this,
Longformer augments the local sliding-window attention with a
small set of global attention tokens that can attend broadly across the
sequence. The sparse attention mask in Longformer is pre-defined
and static, allowing models to be fine-tuned for specific tasks with
customizable attention patterns. This approach enables increased
sparsity relative to baseline models by tailoring the mask to the
structure of each task.

Despite these benefits, a key limitation of Longformer’s design
is that attention masks must be manually configured on a per-task
basis, which has been cited as a significant usability and general-
ization challenge [2].

DeepSeek AI [44] reports that “blockwise selection is crucial
to achieve efficient computation on modern GPUs.” Building on
this insight, they propose NSA (Natively trainable Sparse Atten-
tion), which combines block-level sparsity with compressed dense
attention and sliding-window attention. While block-level spar-
sity enables efficient implementation on GPU hardware, it imposes
a limitation on the achievable overall sparsity due to its coarse
granularity. Furthermore, NSA requires long-context fine-tuning
to perform effectively, which introduces additional computational
and financial cost.

In summary, existing software-based sparse attention implemen-
tations struggle to achieve both high sparsity and low filtering
overhead without requiring significant model- or task-specific mod-
ifications.
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3.2 Hardware-Based Attention Acceleration

NeuPIMs [9] and AttAcc [29] explore hybrid architectures that
combine traditional neural processing units (NPUs), such as GPUs,
with processing-in-memory (PIM) hardware for large-scale LLM
inference. Batched LLM inference workloads exhibit significant het-
erogeneity; therefore, NeuPIMs/AttAcc perform compute-bound
pipeline stages (e.g., Prefill and FFN) on the NPU while offloading
the memory-bound attention computation during the decode phase
to PIM units. However, a key limitation of these works is their use
of full dense attention, which remains expensive even when exe-
cuted on PIM hardware. Furthermore, NeuPIMs relies on a dual row
buffer mechanism, which poses major implementation challenges,
requiring substantial modifications to the DRAM circuit design.

CENT [8] adopts a system-level, memory-centric approach by
offloading all transformer operations to near- and in-memory de-
vices. A key benefit of CENT is that it utilizes high-bandwidth
PIM units to accelerate memory-bound computations. However,
CENT implements BFloat16 multiply-accumulate (MAC) units for
attention within memory, which incurs substantial area and en-
ergy overhead. Additionally, CENT’s system-wide design replaces
highly optimized GPUs or NPUs with custom hardware to handle
compute-bound transformer components, increasing overall sys-
tem cost. Like NeuPIMs, CENT also implements dense attention,
making it difficult to extend the architecture to support efficient
sparse attention.

DynaX [42] takes a different approach by leveraging sparsity
within query vectors and employing 4- or 6-bit quantization for
queries and keys to reduce the cost of computing approximate
attention scores. These approximate scores are then used to con-
struct a block-based sparse attention mask. DynaX further exploits
structured sparsity within filtered blocks using custom hardware.
However, its performance is ultimately limited by the cost of loading
Keys during filtering. Even with quantization, at least % - % ~ 9.4%
of the Keys’ memory footprint must be loaded to evaluate attention
scores—placing a bound on achievable speedups.

4 LongSight: Algorithm-System Codesign for
Large-Context Attention

To overcome the limitations of existing software- and hardware-
based approaches to large-context attention, we propose LongSight.
LongSight co-designs the attention algorithm in transformer-based
LLMs alongside the system and hardware architecture to enable
arbitrarily large-context attention—without compromising the com-
posability or programmability of existing GPU-based ML frame-
works. LongSight introduces a sparse attention algorithm based on
the observation that transformers primarily attend to prior tokens
whose corresponding Key vectors exhibit high dot-product similar-
ity with the current Query vector [12]. At a high level, LongSight
treats the KV cache as a vector database, accessed via top-k dot-
product similarity queries to retrieve only the most semantically
relevant Keys—instead of attending to the full KV cache history.

This vector database, however, differs significantly from conven-
tional vector databases in several key aspects:

1. Granularity and scale: It maintains independent databases
for each KV head, layer, and user. For example, in Llama-3-8B
(which has 8 KV heads and 32 decoder layers), this results in 256
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independent databases per user. With more users, this number
scales linearly.

2. Access rate: The database is accessed at a rate of TPS X L X
H x U, where TPS is the token generation rate, L is the number of
decoder layers, H is the number of attention heads, and U is the
number of users in the batch. For Llama-3-8B running on optimized
systems, TPS can reach several hundred tokens per second even
for moderate batch sizes—translating to hundreds of thousands of
vector database queries per second.

3. Latency sensitivity: These vector database accesses lie on
the critical path of token generation due to the autoregressive and
sequential nature of transformer-based models. For a generation
rate of 100 tokens per second with a single-user batch and 32 layers,
the latency budget for attention in each layer is on the order of a
few hundred microseconds. We refer to this latency budget as the
Service Level Objective (SLO) of attention requests.

4. Dynamic updates: Unlike conventional vector databases,
which are often static or slow-changing, this vector database is
frequently updated. During the Prefill stage, the entire database is
initialized. In the decode stage, a new Key-Value pair is added for
each token generated per user—resulting in high update rates.

Current approaches fail to meet the above requirements. Tra-
ditional vector databases typically use either exhaustive nearest
neighbor search (ENNS) or approximate nearest neighbor search
(ANNS) to retrieve the top-k most similar vectors. ENNS is pro-
hibitively slow and violates the SLO of attention requests. In fact,
dense attention is equivalent to performing ENNS over the entire
KV cache, making ENNS-based LongSight operation regressive.

Clustering-based and Graph-based ANNS, while fast, incur sig-
nificant overhead for index construction and maintenance. Every
time a new vector is added, the index must be updated—a process
that is costly and time-consuming. This is why prior work can only
support a fixed long context that is reused with ANNS [12].

To enable accurate and high-performance sparse attention at
large context scales, LongSight enables an NPU (e.g., GPU) to store
the KV cache of the users on a separate compute-enabled memory
device and offload the bulk of attention computation to the compute-
enabled memory device. LongSight builds on three key ideas:

Idea 1: Multi-stage, in- and near-memory filtering and retrieval. The
first idea is to move away from traditional ANNS methods that rely
on pre-processed indices and instead adopt a hierarchical filtering
mechanism pioneered by DReX [34], which provides the accuracy
of ENNS with the speed of ANNS in multiple stages:

Stage 1 involves in-memory filtering. All quantized Key vectors
are laid out in DRAM to allow efficient access by Processing-In-
Memory (PIM) units (Figure 2b (2)’). PIM units rapidly compute
the similarity between the quantized query and keys. We use one-
bit quantization of key vector dimensions based on the sign bit of
their full-precision data representations (§5). A relaxed threshold
is used to filter out distant keys while ensuring that no semanti-
cally relevant key is filtered out. This dramatically simplifies stor-
age and eliminates the need for complex indexing. This enables
low-overhead, on-the-fly filtering and high update rates. Moreover,
unlike other processing-in-memory approaches that support only
a limited set of data types, in-memory filtering is compatible with
any signed data type.



LongSight: Compute-Enabled Memory to Accelerate Large-Context LLMs via Sparse Attention MICRO 25, October 18-22, 2025, Seoul, Republic of Korea

GPU GPU @ Send DReX
HBM HBM V & K & SK Bk PIM |
an PIM Filterin
11V2[V3[ V4| V5[ Ve Vo IVaIV. Vs Vel ViIV,1V3V Uni &
—) 1 2 3 4 NAAA
11Ky [K3[Kg [ Ks [Kg 1K < [Ks [Kg] @SendO Ky K, [K31K, x 7<3<
‘_’M’ SK1/SK3[SK3[SK,) @ Filtering
SMs SMs o C —NMA _
@ Dense QKT @ Dense QKT within window Top-k Unit | [Sim. Score Unit
G @ - 7

Step 1. Dense QKT for all tokens

Step 1. GPU : Dense QK™ within Window / DReX : Filtering

GPU GPU DReX
HBM HBM PIM
Bank PIM Filtering
11V V3] V4| V5[ Vg ViIV,IV3IV, Unit
wVununuv
— SIS ~RERA
SMs SMs __NMA '
Dense SV (2 Softmax (@ Hybrid sv | | (&) Softmax @o;el?d Top-k Unit | [Sim. Score Unit
[Sel x [Se] x QK & V o . & |
@ Ranking @ Scoring

Step 2. Softmax & Dense SV

(a) Conventional GPU-only serving

Step 2. GPU : Softmax & Hybrid SV / DReX : Scoring & Ranking

(b) GPU + DReX collaborative hybrid attention

Figure 2: Overview of LongSight.

Stage 2 involves near-memory top-k retrieval. Vectors that pass
the Stage-1 filter are forwarded to near-memory accelerators, which
perform an exhaustive full-precision dot-product similarity search
to identify the most relevant Keys and Values (Figure 2b 3), @). The
resulting top-k set is then returned to the GPU for final attention
computation (Figure 2b (3)).

Idea 2: Leveraging CXL for fine-grain GPU access. This multi-stage in-
and near-memory filtering inside DReX satisfies high-bandwidth,
low-latency, and high-accuracy requirements. To support fine-grain
access, DReX uses CXL to expose both its internal memory and
Memory-Mapped I/O (MMIO) registers directly into the GPU ad-
dress space. Modern GPU APIs support this via mechanisms such
as SCADA [24], allowing the GPU to access remote memory using
standard load/store instructions.

Idea 3: Hybrid dense and sparse attention. Because LongSight re-
quires frequent updates to per-head, per-layer, and per-user KV
databases during generation, we implement a hybrid dense-sparse
attention strategy. The GPU retains a sliding window of the W
most recent KV pairs in its HBM and performs dense attention over
this window in parallel with sparse attention offloaded to DReX
(Figure 2b @), @’, @, @). Once DReX returns its top-k results,
GPU performs softmax over the combined set of dense and sparse
OKT (Figure 2b (3), ®). Subsequently, the recent V vectors are
loaded from HBM and combined with the received top-k V vectors
retrieved from DReX. Then, a hybrid dense-sparse SV attention is
applied (Figure 2b (7).

This hybrid design offers two benefits: (1) Tokens that are tem-
porally close are often the most relevant, so dense attention over
recent tokens improves accuracy; (2) The window serves as a stag-
ing buffer to batch KV updates to DReX, removing them from the
inference-time critical path.

In the following sections, we present the three subparts of LongSight:

algorithm design (§5), system integration (§6), and hardware archi-
tecture (§7).

5 LongSight Algorithm Design

In this section, we present the algorithmic design of LongSight,
which enables hybrid dense-sparse attention by offloading to a
separate device. We explain Sign-Concordance Filtering [34], a
one-bit quantized filtering scheme tailored to the capabilities of
PIM, and discuss how SCF enables high-performance filtering as
part of a multi-stage Key-Value (KV) retrieval pipeline. LongSight’s
sparse attention algorithm operates in three stages: (1) filtering,
which excludes prior tokens’ keys based on the number of signs
that match a new query (2) scoring, which computes attention
scores via dot-product for included keys; and (3) ranking, which
selects the top-k attention scores—a process mirroring retrieval
from a vector database.
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5.1 Overview

LongSight computes up to k! attention scores per KV head, where
k is a tunable parameter. Each KV head is handled independently.
First, we apply per-token filtering based on quantized approxima-
tions of similarity between queries and keys, producing a sparse
mask. Next, full-precision attention is computed over the surviving
tokens, and the Top-k results are retained for each head.
Filtering: LongSight leverages Sign Concordance Filtering (SCF) [34],
which is a threshold-based filtering with quantized queries and keys.
Specifically, SCF evaluate whether a query vector Q and a key vec-
tor K, each of dimension D, share enough matching sign bits to
exceed a similarity threshold TH:

SCF(Q, K, TH) = (TH <D-3P (soli] ® SK[i]))
where SQ[i] and SK[i] are the sign bits of the ith dimensions of Q
and K respectively, and @ denotes XOR. This expression counts the
number of dimensions where the sign bits match; keys are retained
only if this count exceeds the threshold. Within LongSight, it is
feasible to set each threshold value at many different granularities
(e.g., setting a single threshold value for all Q heads, KV heads,
or layers). Since each attention head has a distinct distribution of
scores, fine-grained thresholding (i.e., setting a threshold for each Q
head) has the potential to be more expressive than coarser-grained
thresholding. Nonetheless, we found that assigning a threshold to
each Query head introduced instability in our threshold tuning
algorithm (§8.1.3). Instead, we assign a threshold to each KV head,
which provides effective and stable filtering performance.

SCF is applied independently per query token, rather than in
blocks. This per-token filtering improves quality and is a good fit
for processing in memory acceleration (§7).

Attention Scores: After filtering, attention scores are computed
via full-precision dot-products between queries and the remaining
keys.

Top-k Retrieval: LongSight applies a Top-k reduction over the
attention scores to select the most relevant Value vectors. This
step reduces the number of Value vectors loaded back to the GPU,
enabling the GPU to implement very large-context lengths with a
limited memory space.

Remaining Operations: Offloading the remainder of attention
(i.e., softmax over dot-products, accumulation of value vectors) to
a standalone accelerator limits our ability to incorporate dense
attention masks on the GPU. Therefore, the remaining operations
(softmax, weighted sum, and linear layers) are executed on the GPU
using conventional methods and are not core to our algorithm.

5.2 Baseline Algorithm Results

To evaluate the effectiveness of LongSight’s algorithm, we imple-
ment a software prototype on a CPU-GPU system. As a baseline,
we use the raw sign bits from unmodified Key and Query vectors
for SCF.

Figure 3a shows the KV cache filter ratio (the ratio of the total
number of KV entries accessed during the dense attention baseline
to the number of Keys accessed after filtering and k Keys and Values

!In this paper, we use lowercase k to refer to the number of top Key/Value vectors,
and uppercase K to refer to Key vectors.
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retrieved after Top-k selection). We evaluate the algorithm using
k =128 and k = 1,024, and match the model quality to be similar
to dense attention, as determined by perplexity, which measures
how well a model predicts the next token.

As shown in Figure 3a, the baseline sparse algorithm struggles to
match the perplexity of dense attention for long-context sequences
when k = 128. This is because limiting the number of attended
tokens to k restricts access to useful context, regardless of filtering
effectiveness.

5.3 Hybrid Short/Long-Range Attention

We next enhance our baseline sparse attention algorithm with short-
range sliding-window attention, forming a hybrid attention strategy.
Hybrid attention performs dense attention on the W most recent
tokens (we set W = 1,024) and sparse attention on the remainder
of the context.

As shown in Figure 3b, this hybrid approach improves robustness
at long context lengths even with smaller k. Additionally, hybrid
attention improves the KV cache filter ratio by up to 39% and 7% for
Llama-3-1B and Llama-3-8B, respectively. This is because the use of
a dense sliding window in hybrid attention reduces the burden on
the sparse attention phase to capture relevant tokens. As a result,
the threshold for SCF can be set to a higher value, leading to a
higher filter ratio.

5.4 ITQ-Enhanced Sparse Attention

The effectiveness of SCF assumes that vectors are uniformly dis-
tributed around the origin. In practice, KV representations in LLaMA
models exhibit strong clustering, which reduces filter efficiency.

To address this, we apply Iterative Quantization (ITQ) [7]—a tech-
nique that learns a rotation matrix to minimize quantization error.
ITQ is applied to both Keys and Queries, improving the balance of
sign-bit distributions and thereby increasing filtering efficacy.

We train an ITQ rotation matrix for each KV head using a 1K-
token sequence of post-embedding Key and Query vectors. Since
positional embeddings break distance invariance, ITQ cannot be
fused into the linear projection layers and must be applied at run-
time. Nevertheless, the improvements provided by ITQ far out-
weigh this minor runtime overhead. Moreover, the one-time ITQ
tuning is fast, taking under a minute for Llama-3-8B and requires
no task-specific data. At inference time, after the queries & keys
are projected and positional embeddings are applied, each query
and key is multiplied by the ITQ-tuned [Dy, X Dj,] matrix, where
Dy, is the Query/Key head dimension.

As shown in Figure 3c, ITQ significantly improves filtering: the
KV cache filter ratio improves by up to 6.4X for Llama-3-1B and
46x for Llama-3-8B, compared to hybrid attention alone. The run-
time computational overhead of ITQ is less than 3% of the cost
of computing query vectors (and less than 0.5% of the average
cost of an inference request for Llama-3-1B), which is negligible
compared to the significant improvements it provides for effective
sign-concordance filtering.

Sensitivity Analysis. To illuminate trade-offs, Figure 4 shows the
relationship between overall filter ratio and accuracy (in terms of
inverse perplexity), relative to dense attention at a specific context
length. As shown, large window sizes of greater than 1,024 tokens
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a 10:1 (100:1) raw:filtered ratio. Three example configura-
tions are shown, as well as “All Configs" which represents
the pareto frontier across all configurations tested.

tend to be useful only at the highest accuracy targets (see sec-
tion 8.1.3 for more details). Conversely, k significantly smaller than
1,024 only provides an advantage for the lowest accuracy targets,
and not in all configurations. In general, we found that window size
and k both set to 1,024 reliably achieved a wide range of accuracy
targets while maintaining reasonably effective filtering.

DynaX [42] reports an average sparsity of 91.77% with a 1% per-
plexity increase when emulating long-context datasets, including
concatenated Wiki2 docs, using Llama-3-8B. In our testing of this

exact setup, we achieve up to 91.92% sparsity (a KV Cache filter
ratio of 12.4X) with the same perplexity increase. Thus, LongSight’s
sparse attention is algorithmically competitive with state-of-the-art
methods.

6 System Integration

Figure 2 compares the high-level execution model of conventional
GPU-only attention with that of LongSight. LongSight enables the
GPU to collaborate with DReX over a low-latency CXL interface,
offloading the memory-intensive phase of sparse attention to DReX.
As illustrated in Figure 5, DReX is a Type-3 CXL device, with its
entire internal DRAM capacity mapped into the host address space.
As a result, LongSight allows the GPU to directly access DReX’s
internal memory, executing load/store instructions to interact with
DReX’s memory space [24]. This design enables the GPU—without
CPU involvement—to populate DReX with Keys and Values and
submit sparse attention requests at the granularity of attention
heads, layers, and users.

A key design decision in LongSight is the implementation of
hybrid dense and sparse attention. Specifically, the GPU retains
a window of the most recent Keys and Values in GPU HBM and
resorts to sparse attention via DReX only when the KV size exceeds
a certain threshold. This threshold can either reflect the available
HBM capacity or be user-defined. This design offers three main
benefits: (1) As prior work suggests, dense attention over the most
recent KVs can significantly improve the accuracy of sparse at-
tention [2]. (2) Utilizing available HBM avoids underutilization,
improving overall memory efficiency. (3) Updating DReX in bulk—
by accumulating a group of KV vectors before transfer—reduces
communication overhead compared to sending one KV vector per
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generated token. Therefore, by retaining a window of newly gener-
ated KV vectors on the GPU and performing dense attention locally
while updating DReX off the critical path, LongSight improves both
accuracy and throughput.

Figure 2b illustrates the operation of LongSight’s hybrid atten-
tion mechanism operation. It operates as follows: During the Prefill
stage, the GPU accumulates KV tensors in HBM. Once the user-
defined threshold is reached, the GPU prepares Key Sign Objects,
Key Objects, and Value Objects for groups of 128 Keys and Values,
and writes them to DReX. Object preparation and transfer are han-
dled by separate GPU kernels that execute off the critical path of
the Prefill stage.(Details of the object formats and their physical
layout in DReX DRAM are discussed in section 7.3.)

After the first token is generated (i.e., at the end of the Prefill
stage), LongSight establishes a dense attention window in GPU
HBM using the most recent Keys and Values, and a sparse attention
window in DReX (assuming a sufficiently large input context). In
the autoregressive decode stage, at the beginning of each attention
layer, LongSight constructs a Request Descriptor (§7.3) on the GPU
for each user in the batch and writes it into an MMIO Request
Queue on DReX. After submitting the offload request to DReX, the
GPU performs dense attention using the local window in HBM.
Once the dense phase is complete, the GPU enters a polling phase,
periodically checking for the completion of the sparse attention on
DReX. Upon receiving the top-k QKT and Values from DReX, the
GPU performs the Softmax and projection steps and proceeds to
the feed-forward network and subsequent decoder layer.

7 Architecture

7.1 Overview

LongSight repurposes DReX [34], which is a compute-enabled CXL
memory expander originally designed for accelerating dense re-
trieval, to accelerate attention. In this section, we discuss the overall
architecture of DReX and the extensions that enable it to accelerate
LongSight’s sparse attention algorithm.

Figure 5 illustrates the overall architecture of DReX. DReX in-
tegrates PIM Filtering Units (PFUs) near each LPDDR bank and
places a Near-Memory Accelerator (NMA) chip adjacent to each
LPDDR package. The system comprises eight LPDDR5X packages,
each with eight channels, and each channel includes 128 banks, im-
plemented as four dies with 32 banks per die [31]. As a result, DReX
includes 8 X 8 X 128 = 1,024 PFUs and eight NMAs and implements
512GB of LPDDR capacity. For efficient sparse attention offloads,
LongSight extends DReX’s CXL Controller (DCC) to orchestrate
sparse attention offload to the NMAs (§7.2).

LongSight offload model is as follows. At a high level, the GPU
submits attention request descriptors to DCC, which maintains a
request queue. DCC pulls descriptors from the head of the queue
and, based on the address mapping (§7.3), assigns partial sparse
attention workloads to NMAs. Each NMA handles sparse attention
for a single user, a single layer, and a single attention head at a
time. Depending on the size of the KV cache, multiple or all NMAs
can work in parallel on a single attention request. This is because
batching across users or heads does not yield reuse benefits due to
the lack of shared KV cache data.
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During the execution of a sparse attention request on an NMA,
the NMA offloads the filtering stage to in-DRAM PFUs and performs
the scoring and ranking on the near-DRAM, NMA chip. Each PFU
operates on 128-bit inputs per cycle, aligned with the 128-bit-wide
on-chip interconnect between Local and Global Row Buffers in
LPDDR5X banks. The PFU filters distant Keys relative to Queries,
reducing the need for full dot-product evaluation. However, PFUs
are only effective if their local DRAM bank contains a sufficiently
large population of Keys; otherwise, the filtering ratio becomes too
small to be beneficial. To ensure high utility, each PFU processes
blocks of 128 Keys and supports attention groups of up to 16 Queries.
That is, in each offload, a PFU filters 128 Keys for a batch of 16
Queries.

The PFU’s block-based design implies a specific data layout and
offload scheduling strategy, which we elaborate on in section 7.3.

7.2 DReX CXL Controller (DCC) Extensions

For efficient orchestration of sparse attention offloads to NMAs,
LongSight makes some extensions to the DReX CXL Controller
(DCC). The baseline DCC implements a lightweight, low-latency
interface enabling any programmable NPU (e.g., GPU) to interact
with DReX. LongSight extends DCC with several MMIO registers:
a single Polling Register (512 bits), a hardware-managed Request
Queue, and 512 individual Response Buffers, each sized to accommo-
date the maximum Response Descriptor (section 7.3).

Request Descriptors written by the GPU are pushed into the
Request Queue MMIO register, similar in spirit to Intel’s Accelerator
Interfacing Architecture (AiA) [45]. The descriptors are processed
in FIFO order. Since generation is sequential and a user’s sparse
attention must complete before their next request, DCC maintains
a queue depth equal to the maximum supported batch size. DCC
supports a queue depth of 512, corresponding to a batch size of 512
users.

LongSight, as detailed in section 5, implements a hierarchical
offload mechanism. DCC is responsible for interfacing with the
GPU, preparing offload workloads, and distributing them to one
or more NMAs for computation. Each NMA includes control logic
that interprets physical addresses local to its package to initiate
filtering, read filtering metadata from PFUs, and iteratively evaluate
a partial top-k (maximum supported k in hardware is 1,024) list of
Keys and Values. We describe the NMA controller in more detail in
section 7.4.

DCC polls for the completion of NMA workloads and aggregates
the resulting partial top-k lists. Once an offload completes, DCC pop-
ulates a corresponding Response Buffer indexed to the user. To man-
age these buffers, DCC maintains a mapping table—implemented as
a content-addressable memory (CAM)—that associates each User
ID with a specific Response Buffer and Polling Register entry. The
GPU reads this mapping once and uses it throughout the generation
phase across all layers and autoregressive iterations.

7.3 Data Layout

7.3.1  Memory Allocation. LongSight allocates DReX memory at
the granularity of the following objects:

o Key Sign Object: Contains one-bit, sign-quantized Key vectors
per user, layer, and attention head.
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Figure 5: Overall architecture of DReX, reproduced from [34].
LongSight extends DReX’s "CXL Controller” to efficiently
accelerate sparse attention.

o Key Object: Contains Key vectors in full-precision formats.

e Value Object: Contains Value vectors for each layer and head.

e Request Descriptor: Contains the User ID (UID), layer number
(L), and Query vectors.

o Response Descriptor: Contains a list of 1,024 X H top Keys and
Values, where H is the number of heads.

7.3.2  Address Translation. While the GPU can write directly to
DReX memory, the placement of Key vectors must adhere to DReX’s
strict physical layout constraints. These constraints are governed
by a deterministic hashing function that maps data to specific pack-
ages, channels, banks, and rows. DReX employs a simple physical
address mapping scheme in which contiguous physical addresses
are first mapped to columns, then rows, followed by banks, chan-
nels, and finally packages. This mapping simplifies the translation
from GPU addresses to the physical locations in DReX DRAM. To
maximize memory bandwidth utilization during the near-memory
top-k retrieval stage, LongSight explicitly distributes Key vectors
across multiple memory channels. Rather than allocating Key Ob-
jects as contiguous blocks in physical memory, LongSight scatters
them across strided physical addresses. This strided placement en-
sures that when Key vectors are accessed during near-memory
computation, the bandwidth of all LPDDR5X channels is effectively
utilized.

7.3.3  Object Data Layout. The logical mapping of users, layers,
and attention heads into DReX plays a critical role in performance.
During attention, parallelism can be exploited across tokens within
a single head, across KV heads, and across users. But this paral-
lelism cannot be achieved by batching, as each of the attention
requests operates on disjoint Keys. Figure 6 illustrates the logical
hierarchy used to map multi-user context data to DReX, which
enables multiple forms of parallelism: within a head (via DRAM
banks and channels), across heads (via packages), and across users
(via multi-tenancy).

Key Blocks: A Key Block comprises several rows within a DRAM
bank and contains both the Key Objects (full-precision Key vectors)
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and the Key Sign Objects (one-bit quantized sign bits of each dimen-
sion for 128 Keys). Each Key Sign Object must be fully contained
within a single DRAM bank. Because PFUs operate on 128 Keys
per cycle, each DRAM column access must retrieve one bit from
the same dimension across 128 Keys. Therefore, sign bits are stored
such that each 128-bit column represents a single dimension across
all 128 Key vectors.

The full-precision Key vectors are used by the NMA for dot-
product similarity calculations during Top-k selection. Since NMAs
have access to all banks within a package, these Keys do not need
to be bank-local. LongSight interleaves each Key vector across
all eight memory channels within a package to ensure balanced
channel utilization. This interleaving is essential: if surviving Keys
after filtering are accessed from only one memory channel, the
result would be bandwidth imbalance and NMA stalls. Distribut-
ing the Keys across channels enables the NMAs to fully exploit
the LPDDR5X bandwidth during sparse dot-product and Top-k
operations.

Figure 6a shows the mapping of Key Objects and Key Sign Ob-

jects into Key Blocks for Bank 0 across all channels in a package.
Since each Key Block contains 128 Keys per bank and each package
includes 8 channels, the minimum size of a group of Key Blocks is
128 X 8 = 1,024 Keys.
Context Slices: A Context Slice is composed of one or more sets of
Key Blocks, each allocated to a distinct bank in all channels within
a package. Context Slices serve as the natural storage unit for the
Keys corresponding to one head within one layer for a single user.
Given that each channel includes 128 banks, a Context Slice can
store up to 1,024 X 128 = 131,072 Keys when fully utilizing every
bank.

While NMAs cannot process multiple Context Slices in parallel,
filtering across banks can still proceed in parallel within a single
Context Slice. However, if a Context Slice occupies fewer than 128
banks, this reduces bank-level filtering parallelism. As shown in
Section 9, filtering is typically not the bottleneck, so this limita-
tion has minimal performance impact. Context Slices also simplify
address generation: since their location is deterministic, the NMA
can launch PFUs in parallel across all banks that the Context Slice
spans.

Multi-Layer Context Slices: Figure 6b illustrates a Multi-Layer
Context Slice, which concatenates multiple Context Slices sequen-
tially. Since transformer layers must be processed sequentially,
Multi-Layer Context Slices are ideal for storing the Keys associated
with the same head across multiple layers.

User Partitions: Figure 6¢c shows a User Partition, which is formed
by aggregating multiple Multi-Layer Context Slices—one per KV
head—for a given user. User Partitions exploit head-level parallelism
by storing each Multi-Layer Context Slice in a different package.
The number of packages required for a User Partition is:

— L
Packages = hy,, - 1072

where hy,, is the number of KV heads, L is the total context length
(in tokens), and 131,072 is the maximum capacity of a full Context
Slice.

Partition Mapping: Figure 6d shows several User Partitions mapped
across the DReX memory. These partitions support both spatial
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Figure 6: LongSight logical hierarchy of data mapping in DReX.

multi-tenancy (across users) and temporal expansion (across a sin-
gle user’s long context). In the latter case, a user’s context may
span multiple User Partitions, each of which receives the same
queries but attends to a different segment of the context. Therefore,
LongSight does not statically allocate equal context lengths to all
users.

7.4 NMA Controller

LongSight leverages each NMA in DReX to process, at any given
time, attention for a single attention head, a single layer, and a
single user. This design choice stems from the insight that batching
filtering or top-k retrieval across multiple attention heads or users
offers no benefit in terms of data reuse. While parallel execution of
multiple heads or users on a single NMA is theoretically possible,
we chose not to pursue this direction due to its complexity and
limited performance gain.

DCC submits attention requests to NMAs sequentially, based on
the physical location of the Key vectors involved in each request
(§7.3). Upon receiving a request, the NMA enters a state machine
that alternates between in-memory filtering and near-memory sim-
ilarity score evaluation until all relevant Key vectors are processed.

Filtering is executed in multiple epochs, with each epoch pro-
cessing 128 Key vectors in parallel per bank—amounting to up to
1,024 x 128 Key vectors per LPDDR5X package in each epoch. Dur-
ing each epoch, the PFU generates a 128-bit bitmap that is read by
NMA, where each bit corresponds to one of the 128 vectors. PFUs
are synchronously controlled by the memory controllers on each
NMA, an architecture similar to HBM-PIM [16]. A bit is set to 1 if
the corresponding Key vector passes the sign-concurrence filtering
threshold. The NMA controller maintains metadata to map each
bitmap back to its corresponding Key vector.

Each Key vector is identified by a 32-bit ID address that encodes
three components: the 7 least significant bits represent the bank
index (out of 128 banks per channel); the next 7 bits represent the
vector’s index within the 128-bit bitmap; and the 18 most significant
bits encode the epoch number during which the Key was filtered.

During the near-memory similarity score evaluation phase, the
NMA fetches the filtered Key vectors one by one from memory. It

Model Llama-3-1B  Llama-3-8B [38]
Attention GOQA [1] GQA [1]
Query/KV heads 32/8 32/8
Head Dim. 64 128
Layers 16 32
Quantization BF16 BF16

Table 1: Model parameters.

Device | Description

16 X Intel Xeon Max 9462@3.5 GHz, SMT off
CPU | 8 x 128 GB DDR5-4400 DRAM

3.5 TFlop/s, 282 GB/s

NVIDIA H100 SXM (2,958 TF/s)

GPU | 80 GB HBM3 (3.35TB/s)

989 TFlop/s, 3.35 TB/s

8 Xx NMA , 8,192 x PFU

512 GB LPDDR5X

26.11 TFlop/s, 1.1 TB/s (NMAs), 104.9 TB/s (PFUs)

Table 2: System configuration used for measurements.

DReX
(Simulated)

uses addresses stored in the Address Scratchpad Memory (SPM)
and reads data across all eight LPDDR5X memory channels. As de-
scribed in section 7.3, the full-precision Key vectors are interleaved
across the channels to maximize parallel access and fully saturate
the memory bandwidth of the LPDDR5X package.

8 Methodology

8.1 Evaluating the Hybrid Attention Algorithm

8.1.1 Datasets and Perplexity. While downstream tasks such as
summarization or long-document question answering provide in-
sight into application-level accuracy, these benchmarks often oper-
ate on datasets with fixed or limited context lengths. This makes it
difficult to systematically evaluate the effect of increasing context
length on model capabilities. Furthermore, success on these tasks
does not necessarily imply that the model effectively utilizes the
entire context.
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To directly evaluate long-range modeling as context length in-
creases, we use perplexity as our primary metric. As an intrinsic
measure, perplexity quantifies the model’s ability to predict the
next token given prior context. Perplexity can be computed over ar-
bitrarily long contiguous sequences, making it suitable for studying
how well models utilize extended context windows.

Many common benchmarks lack the long, contiguous text se-
quences necessary for this analysis. To address this, we use the
Project Gutenberg (denoted PG) corpus [33], selecting complete
books that significantly exceed the maximum context lengths of
the models under evaluation. We segment these texts into token
sequences of the target context length, yielding natural, long-form
input for evaluation. For comparability to prior work, we also use
the Wikitext2 dataset (denoted Wiki2), though its passages are far
shorter than that of Project Gutenberg. Thus, for long context ex-
periments, we follow prior works and concatenate Wiki2 passages
as needed [13, 32].

8.1.2  Setup. We initialize the Llama-3-1B and Llama-3-8B models
using the HuggingFace transformers library. Our hybrid attention
mechanism is implemented as a PyTorch module named LongSigh-
tAttn, which replaces the default attention layers. LongSightAttn
is parameterized by ITQ tensors containing the learned rotation
matrices and accepts as input: (1) a threshold tensor (one value per
KV head), (2) a top-k value k, and (3) a dense window size W for
hybrid attention. LLM inference can be broken down in terms of
prefill and decoding. Prior works [25] have shown that prefill has
hundreds of times higher throughput than decoding; as a result,
the decode phase tends to dominate end-to-end runtime. Prefill
can have a noticeable impact if input sequences are much longer
than output sequences, e.g., if a long-context KV cache must be
reconstructed; however, such cases are highly application-specific.
In our evaluation, we only consider the throughput and latency of
the decoding phase, as LongSight does not impact the performance
of the prefill phase.

8.1.3 Hyperparameter Tuning. In this subsection, we discuss our
methodology for tuning the hyperparameters in LongSight.

Attention sink tokens: We use a small number of early tokens
to serve as an “attention sink", after observing that the Llama-3
models attended heavily to early tokens. This observation corrob-
orates prior work [41], and is model-specific technique; indeed,
newer models that incorporate trained biases in the softmax de-
nominator [27] may not need to include any attention sink tokens.
These tokens are meant to provide stability rather than relevant
context, so the number of attention sink tokens can be small. In
fact, we found that even a single attention sink token can dra-
matically improve stability. Since attention sink tokens are largely
unrelated LongSight’s sparse attention, we configured the number
of sink tokens using sliding-window attention alone. Similarly to
StreamingLLM [41], we found small stability improvements when
using more than one token as the attention sink. To eliminate any
risk of instability, we used 16 tokens.

Sliding window size: Sliding-window attention captures highly
relevant recent tokens and can even improve robustness at long
contexts as shown in Figure 3b. Moreover, Sliding-window attention
is dense and can be computed directly on the GPU, overlapping
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with a DReX offload. As discussed in section 9.2, the system-level
bottleneck shifts from the GPU to DReX as the number of users
increases. Therefore, the optimal strategy for sliding window size
differs depending on the overall system load for LongSight. When
there are many users, DReX becomes the bottleneck, so a useful
heuristic is to simply use the largest possible window size based
on the GPU capacity and a target batch size. However, with few
users, it is likely that the GPU will be the end-to-end bottleneck,
in which case it is useful to set sliding window size based on a
per-token latency target. For simplicity and consistency, we use a
sliding window with 1,024 tokens unless stated otherwise.

Top-k: The Top-k stage sets the upper bound for quality in the
long-context quality-speed trade-off space, eliminating nearly half
of long-context KV accesses even without SCF. Therefore, a simple
strategy is to set k to be the maximum possible, 1,024. However,
CXL transfers of the k values can readily bottleneck end-to-end
LongSight inference if both k and filter ratio are high. Therefore,
to find reasonable values for k, we set the thresholds to zero, and
adjust k to increase perplexity by 0.5-1% compared to the base
model. This represents a meaningful perplexity increase, but is still
small enough that SCF thresholds can be configured to achieve a
high filter ratio without violating quality targets.

Thresholds: We initialize all thresholds such that no Keys are
filtered (i.e., filter ratio = 1). We iteratively increase the thresholds
for KV heads with the lowest filtering ratios. This process continues
until the perplexity exceeds a predefined threshold (5%), at which
point we record the filter ratio from the prior iteration. We tune
thresholds using 128K context for Llama-3-1B and 32K context for
Llama-3-8B, which were longest context sizes that could fit in GPU
memory when running the sparse attention implementation.

8.2 Modeling Performance

To evaluate performance, we build an end-to-end simulation frame-

work combining cycle-accurate DRAM modeling with DRAMSim3 [19],

RTL synthesis results (for PFUs and NMAs), and real-system mea-
surements for GPU execution, PCle/CXL transfers, and polling
latency.

We develop RTL models for both PFU and NMA and synthesize
them to extract latency and power consumption figures at the 16 nm
technology node. We then scale PFU results to 7 nm [29, 36]. Since
logic within DRAM dies is known to be approximately 10x less
area-efficient [6], we apply the scaling factor to our area results.
For on-chip buffers such as Query SPM and Address SPM, we use
area and power projections from [5].

We combine RTL timing with LPDDRS specifications from Ramu-
lator [14] to compute latency values, including: Bitmap generation
time in PFU: d X 1.25 ns; Bitmap read latency into NMA: 120.4 ns;
Address generation overhead in memory controller: 1,024 ns. Using
DRAMSim3, we simulate memory traces for loading Keys into the
NMA for similarity score evaluation. RTL synthesis is again used
to estimate time for dot-product computation and Top-k sorting.

We fix the threshold values for the PFU in our models to meet a
perplexity requirement of less than 5% for both PG and Wiki2. This
leads to an average 20X filtering ratio measured form long-context
inference with Llama-3-1B and Llama-3-8B.
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Figure 7: Decode-phase throughput (across all users) and per-token latency for 1-GPU systems, 2-GPU systems, AttAcc, and
LongSight and 32K context length. LongSight throughput and latency are averaged across both datasets. Missing entries indicate
that the GPU memory capacity could not fit the context. Entries marked with “*’ indicate deviations from power-of-two scaling,
since DReX has additional overhead for storing sign bits. Context lengths above 128K are marked with ¥, indicating that sparse
attention performance is projected based on performance at 128K context.

Following prior work [18], we emulate the CXL interface using
a dual-socket Intel Xeon (5th Gen) platform to measure overheads
from memory copies and polling. These are incorporated into our
overall system performance model.

GPU Performance: For dense attention, we use HuggingFace
transformers implementations of Llama-3-1B and Llama-3-8B. For
the 2-GPU configuration, we map our algorithm to the GPUs us-
ing data parallelism. Compared to tensor or pipeline parallelism,
data parallelism duplicates model weights but does not introduce
communication overheads [3]. In the worst case, with Llama-3-8B,
this means that each GPU must load an additional 16/2 = 8 GB
of weights (relative to tensor/pipeline-parallel) which is approxi-
mately 10% of HBM capacity. To model integration of DReX with
the GPU pipeline, we replace the native attention layers with a
PyTorch module that performs ITQ transformation, attention over
a sliding window (dense), and integration with top-k results re-
turned from DReX. Because sliding-window attention can overlap
with DReX offload execution, we measure GPU execution time both
with and without the sliding window. Similarly, softmax can start
as soon as DReX offload for that head is complete, so we measure
GPU execution time with and without softmax to isolate its cost.
These measurements are used to compute pipeline overlap and
total inference latency. The final decoding time combines GPU-side
execution with the offload latency obtained from our DReX model.

AttAcc [29]: We integrate Llama-3-1B and Llama-3-8B configura-
tions into AttAcc’s simulator. Since AttAcc is designed for dense
attention, its perplexity is zero. We use a single H100 GPU alongside
bank-level PIM units, with the context length L;, applied consis-
tently across experiments.

Sparse Attention: We compare LongSight against sliding window
attention, commonly used to reduce attention cost [22, 37]. Our
models were not fine-tuned for sliding-window attention; thus, we
follow the approach used in StreamingLLM [41] and include 16
tokens from the beginning of context to serve as an attention sink.

9 Experimental Results

9.1 Inference Acceleration

We compare LLM inference performance for LongSight against 1-
GPU, 2-GPU, and AttAcc [29] setups using Llama-3-1B and Llama-3-
8B, across various context lengths and user counts. Figure 7 shows
LongSight improves total decode-phase throughput and reduces
per-token latency vs. 1-GPU, especially as context length increases.
2-GPU and AttAcc can achieve higher throughput than LongSight
for shorter context lengths, since LongSight has additional over-
heads resulting from moving k value vectors over CXL. Nonetheless,
LongSight achieves superior peak throughput for context lengths
above 128K tokens due to its sparse attention.

The large memory capacity of DReX allows LongSight to sup-
port more concurrent users, expanding the overall utility of the
LLM-serving infrastructure. For both setups, increasing the num-
ber of users leads to higher per-token latency, which can degrade
quality of service. However, the latency increase is substantially
more modest with LongSight, due to its ability to accelerate sparse
attention. As a result, LongSight can maintain latency Service Level
Objectives (SLOs) while increasing system throughput by serving
more users concurrently.

Although LongSight throughput eventually plateaus as the num-
ber of users increases beyond a certain point, the ability to fit



LongSight: Compute-Enabled Memory to Accelerate Large-Context LLMs via Sparse Attention

mCXL-Bound @CXL+DP oDP-Bound @ Setup
100%
75%
50%
25%

0% - —

100%
75% A
50% A
25% A

0% 1

Single-Token Latency Breakdown

Ctx.
Length:
(Tokens)

g

Llama-3-1B

Llama-3-8B

MICRO 25, October 18-22, 2025, Seoul, Republic of Korea

for early partitions can be issued in parallel with dot-product com-
putation for later partitions, enabling efficient pipelining of data
movement and compute.

Figure 9 shows a system-level breakdown of LongSight per-
formance across varying workloads. When there are few users,
LongSight is bottlenecked by the GPU, regardless of context length.
As DReX becomes fully utilized, short-context workloads become
bottlenecked by DReX due to the high per-user overhead of Value
loading. However, for longer contexts, fewer users can be served
concurrently, and more DReX resources (PFUs and NMAs) are as-
signed per user. As a result, the DReX offload time does not increase
proportionally with context length. At these longer contexts, the
reduced number of users leads to lower GPU utilization, making

Max. Possible Users

Figure 8: Per-token latency breakdown for DReX.
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Figure 9: Per-token latency breakdown for LongSight.

user contexts entirely within DReX memory allows the system
to pre-stage Key/Value data, reducing per-user inference cost and
improving GPU utilization.

The benefits of LongSight are especially pronounced at longer
context lengths. At shorter lengths, Value loading dominates latency
and represents a fixed overhead per user. However, DReX offload
time scales sub-linearly with context length, making it more effi-
cient as context grows. At the maximum context length supported
by one GPU, LongSight achieves up to 8.1-9.6x higher throughput
and 3.6-11.9% lower per-token latency.

9.2 DReX and LongSight Latency Breakdowns

Figure 8 presents a breakdown of latency within a single DReX
offload. The top subfigure shows results for a single-user scenario,
while the bottom subfigure illustrates the breakdown when DReX
is fully utilized by multiple users. The maximum number of users
that can be accommodated in DReX per model and context length
is reported in Figure 7.

As shown, for both single-user and multi-user cases, short-context
workloads are primarily bottlenecked by the time required to read
Value vectors over CXL. However, as context length increases, the
relative cost of the dot-product phase grows, while Value loading
remains a fixed per-user overhead. Notably, the CXL-bound Value
loading stage can be effectively overlapped with the dot-product
stage, particularly in high-utilization scenarios. In such cases, where
multiple User Partitions are mapped to each package, Value reads

the GPU the primary end-to-end bottleneck in the system.

100%

-~~~ 8liding Window Only

LongSight

99% +
98% A
97% A
96% -
95%

Llama-3-1B
PG

100%

99% -
98% -
97% A
96% -
95%

Llama-3-1B

Wiki2

1

100%
99% A
98%
97% A
96% -

100% T

99% A
98% A
97% A
96% A

Accuracy (Inverse-perplexity, % Of Dense)
x

95% 95%

16x  32x 1x

Normalized Throughput

Figure 10: Accuracy (rel. to dense attention) vs. normalized
throughput pareto frontier for LongSight and Sliding Win-
dow attention at 32K token context length. Window size, K,
and thresholds for each dataset and model tuned separately
via parameter sweep.

9.3 Comparison with Sliding Window Attention

Figure 10 shows accuracy-throughput Pareto frontiers for LongSight
and a sliding window configuration, both tuned to 32k token con-
text length. These are optimistic, since all parameters are tuned
for a specific context length; the configuration in Figure 7 balances
performance across all context lengths and datasets. In particular,
we use k=256, 512, and 1024 for 32K, 64K, and 128K context, respec-
tively. For longer contexts, we use k=1024. All configurations use
a 1024-token sliding window and 16 attention sink tokens. While
performance is similar for both datasets, Figure 7 shows average
performance across the two datasets. A drawback of LongSight vs.
sliding window is that optimal parameters (i.e., window size, k, and
SCF thresholds) are heavily context-dependent and impact end-to-
end performance. Nonetheless, LongSight achieves a substantial
Pareto expansion with parameter tuning.

9.4 Power and Area Analysis

Because LongSight does not modify the PFU and only slightly in-
crease the SPM size of the NMAs, the area and power profile of DReX
used in this work is similar to what reported in prior work [34].
Each LPDDR5X package in DReX consumes up to 18.7 W at peak
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power, and the PFUs incur an area overhead of 6.7% relative to the
total DRAM die area. Each NMA, implemented in 16 nm technology,
occupies 15.1 mm? of area and has a peak power consumption of
1.072 W. Consequently, the total peak power of a DReX unit (com-
prising eight PIM-enabled LPDDR5X packages and eight NMAs) is
estimated at 158.2 W. The additional lightweight logic integrated
into the DReX CXL controller introduces negligible area and power
overhead.

10 Conclusion

In this work, we presented LongSight, a system that co-designs al-
gorithm and hardware to enable arbitrarily large context lengths for
transformer-based LLMs. LongSight repurposes DReX, a recently
proposed compute-enabled CXL memory expander for dense re-
trieval acceleration, to also accelerate attention mechanis in trans-
former based LLMs. LongSight leverages DReX to implement a
highly efficient sparse attention mechanism, made possible by a the
sign-concordance filtering algorithm, specifically designed to match
the capabilities of processing-in-memory hardware. We demon-
strate that LongSight, equipped with a single GPU and a single
DReX device, can efficiently support context lengths of up to 1
million tokens for state-of-the-art LLaMA models.
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A Artifact Appendix
A.1 Abstract

We provide a software implementation of LongSight’s sparse attention
algorithm. LongSight’s sparse attention is implemented as a pytorch
module and directly replaces the Llama 3 attention module in the Hug-
gingFace implementation of Llama 3. We also provide example code
which tests a sparse attention configuration against dense attention
and shows the computation of perplexity as well as filter ratio.

A.2 Artifact check-list (meta-information)

Algorithm: Sparse Attention

Run-time environment: Linux

Hardware: NVIDIA GPU

How much disk space required (approximately)?: 20 GB
How much time is needed to prepare workflow (approxi-
mately)?: 30 minutes

e How much time is needed to complete experiments (approxi-
mately)?: 5 minutes

Publicly available: Yes

Archived: https://doi.org/10.5281/zenodo.16937763

A.3 Description

A.3.1 How to access. Access the source code for LongSight’s sparse
attention software implementation:

o https://doi.org/10.5281/zenodo.16937763

Derrick Quinn, E. Ezgi Yicel, Jinkwon Kim, José F. Martinez, and Mohammad Alian

A.4 Installation

Please follow the setup & installation instructions provided in the
README.md file provided at the DOL

A.5 Evaluation and expected results

After completing setup, the src/example.py script can be used to
benchmark an example configuration of LongSight’s sparse atten-
tion. This script prints baseline perplexity, sparse perplexity, and
filter ratio on an example passage.
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